MODUL V

**TREE**

* 1. **TUJUAN**

Tujuan dari praktikum ini adalah:

1. Mahasiswa dapat memahami konsep dan algoritma *tree*.
2. Mahasiswa dapat mengimplementasikan penggunaan *tree* dalam program.
   1. **DASAR TEORI**
      1. ***Tree***

*Tree* atau pohon merupakan struktur data yang tidak linear yang digunakan untuk mempresentasikan data yang bersifat hirarki antara elemen-elemennya. Definisi *tree* yaitu kumpulan elemen yang salah satu elemennya disebut *root* (akar) dan elemen yang lain disebut simpul (*node*) yang terpecah menjadi sejumlah kumpulan yang tidak saling berhubungan satu sama lain yang disebut *sub*-*tree* atau cabang [3].

|  |
| --- |
| max-heap |

Gambar 5.1 Ilustrasi *tree*

*Tree* (pohon) terdiri dari [4]:

1. *Root* (akar) adalah simpul yang tidak memiliki *predecessor*. Untuk pohon yang dicontohkan di atas, maka *root* adalah *node* *object*.
2. *Leaf* (daun) adalah *node* yang tidak memiliki *child* atau *node* yang berada pada hirarki paling bawah.
3. *Height* (tinggi) atau *path* adalah jumlah tingkat dari sebuah *tree*.
4. *Subtree* (anak pohon) adalah beberapa *node* yang tersusun hirarki yang ada di bawah *root*. Tabel berikut menjelaskan beberapa istilah yang terdapat pada *tree*:

**Tabel 5.1** Istilah-istilah pada *Tree*

|  |  |
| --- | --- |
| **Terminologi** | **Definisi** |
| *Predecessor* | *Node* yang berada di atas *node* tertentu. |
| *Successor* | *Node* yang berada di bawah *node* tertentu. |
| *Ancestor* | Seluruh *node* yang terletak sebelum *node* tertentu dan terletak pada jalur yang sama. |
| *Descendant* | Seluruh *node* yang terletak setelah *node* tertentu dan terletak pada jalur yang sama. |
| *Parent* | *Predecessor* satu level di atas suatu *node*. |
| *Child* | *Successor* satu level di bawah suatu *node*. |
| *Sibling* | *Node*-*node* yang memiliki *parent* yang sama. |
| *Subtree* | Suatu *node* beserta *descendant*-nya. |
| *Size* | Banyaknya *node* dalam suatu *tree*. |
| *Height* | Banyaknya tingkatan dalam suatu *tree*. |
| *Root* | *Node* khusus yang tidak memiliki *predecessor*. |
| *Leaf* | *Node*-*node* dalam *tree* yang tidak memiliki *successor*. |
| *Degree* | Banyaknya *child* dalam suatu *node*. |
| *Forest* | Kumpulan dari *tree*. |
| *Depth* | Hasil tingkat *node* maksimum dikurang satu. |

Jenis-jenis dari *tree* [5]:

* 1. *Binary Tree*

*Binary* *tree* adalah *tree* dengan syarat bahwa tiap *node* hanya boleh memiliki maksimal dua *sub-tree* dan kedua *sub*-*tree* tersebut harus terpisah. Sesuai dengan definisi tersebut, maka tiap *node* dalam *binary* *tree* hanya boleh memiliki paling banyak dua *child*.

|  |
| --- |
| Description: H:\binary.JPG  Description: H:\binary.JPG |

Gambar 5.2 Ilustrasi *binary* *tree*

![Description: H:\binary.JPG](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4RDaRXhpZgAATU0AKgAAAAgABAE7AAIAAAAFAAAISodpAAQAAAABAAAIUJydAAEAAAAKAAAQyOocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAGFzdXMAAAAFkAMAAgAAABQAABCekAQAAgAAABQAABCykpEAAgAAAAMwMgAAkpIAAgAAAAMwMgAA6hwABwAACAwAAAiSAAAAABzqAAAACAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMjAxNzoxMToxNyAyMDoyNjowNQAyMDE3OjExOjE3IDIwOjI2OjA1AAAAYQBzAHUAcwAAAP/hCxdodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvADw/eHBhY2tldCBiZWdpbj0n77u/JyBpZD0nVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkJz8+DQo8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIj48cmRmOlJERiB4bWxuczpyZGY9Imh0dHA6Ly93d3cudzMub3JnLzE5OTkvMDIvMjItcmRmLXN5bnRheC1ucyMiPjxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSJ1dWlkOmZhZjViZGQ1LWJhM2QtMTFkYS1hZDMxLWQzM2Q3NTE4MmYxYiIgeG1sbnM6ZGM9Imh0dHA6Ly9wdXJsLm9yZy9kYy9lbGVtZW50cy8xLjEvIi8+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczp4bXA9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8iPjx4bXA6Q3JlYXRlRGF0ZT4yMDE3LTExLTE3VDIwOjI2OjA1LjAyMjwveG1wOkNyZWF0ZURhdGU+PC9yZGY6RGVzY3JpcHRpb24+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iPjxkYzpjcmVhdG9yPjxyZGY6U2VxIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpsaT5hc3VzPC9yZGY6bGk+PC9yZGY6U2VxPg0KCQkJPC9kYzpjcmVhdG9yPjwvcmRmOkRlc2NyaXB0aW9uPjwvcmRmOlJERj48L3g6eG1wbWV0YT4NCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgPD94cGFja2V0IGVuZD0ndyc/Pv/bAEMABwUFBgUEBwYFBggHBwgKEQsKCQkKFQ8QDBEYFRoZGBUYFxseJyEbHSUdFxgiLiIlKCkrLCsaIC8zLyoyJyorKv/bAEMBBwgICgkKFAsLFCocGBwqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKv/AABEIAR8AvwMBIgACEQEDEQH/xAAfAAABBQEBAQEBAQAAAAAAAAAAAQIDBAUGBwgJCgv/xAC1EAACAQMDAgQDBQUEBAAAAX0BAgMABBEFEiExQQYTUWEHInEUMoGRoQgjQrHBFVLR8CQzYnKCCQoWFxgZGiUmJygpKjQ1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4eLj5OXm5+jp6vHy8/T19vf4+fr/xAAfAQADAQEBAQEBAQEBAAAAAAAAAQIDBAUGBwgJCgv/xAC1EQACAQIEBAMEBwUEBAABAncAAQIDEQQFITEGEkFRB2FxEyIygQgUQpGhscEJIzNS8BVictEKFiQ04SXxFxgZGiYnKCkqNTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqCg4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2dri4+Tl5ufo6ery8/T19vf4+fr/2gAMAwEAAhEDEQA/APpGiiigAooooAKKKKACiiigAooooAKKo6premaJbmfVr6CzjAzmVwM/Qd65j/hb3gbfj+3otv8Af8t9v54oA7WiqGla7peuW4n0i/t7yMjOYnBx9R1FX6ACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACuS8c+LrjQYrbTdDt1vNe1Jtlnbk/KvrI/oorra878FqPEHxI8VeIp8t9iujpVorf8s1j4cj6tmgCzoXwwsY5l1TxhM3iHWn+aSa65hiJ/hjj6KBwOck4zXWf2PpIHlDTrLGPueQnT6Yq+TgZNeF6lqOoS+JL34kW88zadpeqxaeIdx2G2AKSvjvh5F5/2TQB3eu/C/TbiRtR8KSt4d1lPmjubL5Y3b0kj+6y1a8DeLrrWWutG8RW62fiDTTtuoV+5KvaVP8AZP6V1kMqTwpLGcpIoZT6gjIrz/x4n9g+NfDPie1G13u1067xxvikO0Z9cEg0Aeh0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAV578L82mreMdMnG2eDXJ5Qp6mOQ71b8Qwr0KvOfGENz4M8YJ4406B57KeJbfWIYxk7B92XHcqOPoKAOm8c395p/gzUJNLt5bi8kj8qGOKMuSzcZwPTOa4yx+C9q/g6PTLzW9YUzQfvoRdER72GT8v+9XpGl6pZa1psN/plzHc20y7kkjOQRVugDjfhdNqa+Dk07XIJ4bzTZWtSZoyvmIp+VgT1yKo/FZvtEfhzSovmnvdZt9qjrhHDMfwArttR1Kz0iwmvdSuI7a2hUtJJI2AAK4Lwol1448aHxnewPBpVpG0GkRSAgvnhpiPcdKAPR6KKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKRlV1KuoZWGCCMgilpGYIpZyFUDJJ7UAcBf/DP+zL2bU/Aut3HhqeQl5oEAktHPcmJshf+A4rGGp/FPaZRf6K2nB/L/tD7E+T/ALezf93PGa7vMniWbC7o9IjPLdGu2Hp6IPXq3067gijEPlBF8vbt2Y4x6Y9KAPP7L4aNrF1DqHjzXbjxK6EPFakCK0U9QfKXAb/gWa9BRFjQJGoVVGAoGABWGd/hybPzSaS557m1J/mn8vpW4jq6BkIZWGQQetAC0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRQSFBJOAOpNACEhVJYgAdSe1YW5/E0vyFk0dD94cG7Pt/se/ftxglMt4nkwpK6Op5Ycfa/p/se/f6VvKqooVAFUDAAHSgARFjQIihVUYAAwAKWiigBGUOpVgGUjBBHBFYZ3+HJc/M+lOee5tT/8AEfyrdpGUOpVgCCMEHvQAKwdQyEMpGQQcg0tYWH8NyZGW0lj06m1P/wAR/KtxWDqGQhlYZBHcUALRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRSMyopZyFVRkk9q84uPE3iDx3qlxpvgSVdO0m2cxXOtyRhy7jqkKng47sc0AeiS3EMOfOmjjwMncwFYQlHiqRkjkxpCHD7W5uiO3+56+vTpmufj+C/hidd/iCTU9duT96a/1CZs+20MFx7Ypsvwf02wAm8G6vq3h66TlTBeySxMe26OQspHtigD0JVVFCoAqqMADtS1wXh/xjquneII/DPjyKKK/lyLLUIRthvQO2P4X9q72gAooooAKKKKAEZQ6lWAKkYIPesF3/AOEYkG986TI3AY82xPp/sfyrD8R+MtUu/EDeF/AsEVxqcYBvL2YZhsgfX1b2qvF8ILDUcz+NNY1XxDdPy3m3kkMKnvsjjKgD2oA76K5gnAMM0cgIyNrA5qWvPpPgt4WhTdoTalodwv3J7DUZlK/8BLFcfhVePxJ4h+H+oQWfjiZdU0WdxFDrSRhHhYnAEwHGP9oYoA9JopEdZEV0YMrDIIPBFLQAUUUUAFFFFABRRRQAUUUUAcN8U9RuV0Wy0DTZfKvdeuls0cdUQ/fYfQV1ejaRZ6Do1rpemxLFbWsYjjUDsO59z1NcZ46Ij+JXgZ5v9WbqZFz/AHyoxXoNAHkt9qPirXfi7rGgaZ4p/sWysbWKZB9lSXJYkEc49K2vBusa7b+O9S8La7qkOtJb2aXcd7HCI2XLBdjAEjPOfwritQ0Xw7rXx98Qx+KbxbSKOxgMTG78jJye+RmtTwhFpmgfGFdJ8EXx1HTLuxeXUcSidYGX7h8wdyeMZ70Ad7488Lx+K/CtzZj93eRr5tlcD70My8qwP1o+H3iN/FfgTTNVuAFupItlyoGNsy/K4x/vA10b/cbPpXAfBkh/BVzNF/qJdUvGi5z8vnvQB6BRRRQAVgeOPEQ8K+C9T1gBWkt4GMSMeHfGFH4nFb9ee/G8H/hWczkZjjvLZ5OP4BKpP6UAbPw88L/8Iv4St4bo+bqd0PtGoXDD5pZ35ck/U4HtVXx54l1OwvNK8P8AhnyRrGryMElnBZLeJcbnIHU8jFdmCCAQcg9CK838fSp4e+I3hfxTenbpqJLY3MxBIgLkFWPoCQRmgCS/0nx/4cig1LT/ABA3iMxyKLjTp7VIvNQnBKMuMEdeciu21HTbXXtEmsNVtg9vdxbJoX5wCOR9R61z/ir4i6P4f0QXNjdWuqX07pHaWVvOGe4djjA25wMZOenFdVbSPLaxSTR+XI6BmTOdpI6UAcR8LL65i0vUPDWoytNdeH7prQSt1ki/5Zt/3ziu7rz/AMIES/FjxpJCf3StBG2P74QZr0CgAooooAKKKKACiiigAooooA5L4j6Bda34YE2k/wDIU02Vbyzx1Lpzt/HpWh4P8VWfi/w7DqVm22T/AFdzA3D28w4eNh1BBrdrhtd8A3UWuyeIvBF+ukatKMXMRXMF5jp5i+vbd1oA3dS8FeG9YvmvdT0W0urlwA0skeWIHvVzSdC0rQoWi0ewgs0bqIUC5rh5viD4s0IxW/iHwRcXE8jbEk0ycSJIfYdc8ZxUr+J/H2ur5Oh+Exo27hrrVZQdnuEHX6UAaHxH8USaRpKaPo+Zte1fNvYwJywJ4Mh9FXqT7Vt+E/D8PhXwnp2i27b1s4FjL4xvYDlvxOTWV4T8CRaFfzazq13Jq2u3IxLfTD7o/uIP4V9hXW0AFFFFABWZ4j0SDxH4bv8ASLvIivIGiJHVcjGRWnRQBw/wz8Rz3ulP4d10+Xr+iYtruNuDIBwsoz1Vhg5967K7tLe+tXt7yFJ4ZBho5FyDXM+LfAsHiG8t9W066k0rXLQYgv4PvY/uOP4l9jWHN4v8c+Fbc/8ACS+GY9XiTCreaZMF3+7Ien0oA6vTfBPhrSLwXemaLZ2046SJHyKf4t8UWPhDw7carqLcINsUQ5aaQ8KijuScCuQt/iJ4q13zIPD3ge5huEbaz6lMsaRn3HX3q9o3gG8u9ch8QeO79dW1KA5tbdFxb2h9UXu3ueaALfw20G80nw7Je6yu3VtWma9vB/dd+dv4A4rsKKKACiiigAooooAKKKKACiiigAqnqWpRabbhnBklkO2KFPvSN6D/ABo1LUotNtw7hpJXO2KFOWkb0H+NVtM02UTnUdVZZb6QYCr9y3X+4n9W6k+gwAALpumyC5bUtUIkv5F2qB92BP7if1PUkDsABqUUUAFFFFABRRRQAUUVDd3cFjavcXUgjjQck/yHqfagAu7uGxtnuLlwkaDkn+VZlpaT6rdJqOqJsjjObW0P8H+23qx/QdO5JaWs+q3S6hqkZjjU5tbRv4B/ef1b26Dpz1OzQBl6npkj3C6jpjCK/jXac/dnT+4/9D1B9iQbGm6lHqMBZVMc0Z2ywv8Aejb0NXKy9T0yV5hqGlMsV/GMYb7k6/3H/o3UH1GQQDUoqnpupxalAWVWimjO2WF+Gjb0P+NXKACiiigAooooAKKKKACqepalFpluHdWllc7YYIxl5W7KB/U8DqcUanqcWmW6vIGklkbZDCnLyv2UD9SegAJPAqvpumyi4OoaoVkvXGABysK/3V/qe9ABpumzCc6hqrLJfSDAVTlIF/uLn9T39ulalFFABRRRQAUUUUAFFFRXV1DZWslxcuI4oxlmP+etABdXUNlbPcXUgjiQZZj/AJ5Pt3rKtbWbVrlL/UozHCh3W1q38Po7f7Xt2pbW1m1a5S/1JCkKHdbWrdv9th6+3atmgAooooAKKKKAMvUtNlecX+lssV9GMYbhJl/ut/Q9qn0zU4tTtyyq0M0Z2zQScPE3dT/iOD1BIq7WXqWmyvONQ0xljvoxgg8LMv8Adb+h7UAalFUtM1OLU7dmQGOaJtk8D8NE/wDdI/EEeoII4NXaACiiigDG8T+KdM8JaS1/q82xc7Y41GXlc9FUdzXJxT/EbxYouLQ2vhWwfmNZoxNcuvqQeFqHwjZ/8J54wvPGerL5llYzyWeiwNyiqh2vNjpuZgefQCum8e+KJ/CPhoajaWqXUz3MVukcjbQS7YHNAHNnwB4zgvjqNr46klvQmxPtVqjoozkgDHGcDOKli8d614VvYrP4i2EUFtK4SPWLTJgJPTeP4P5U7UfGPjPw/p7arrfhe1m06Fd85sbotIiYyWwRziuuRtL8XeGVZo47zTdQgztcZV0YUAaaOsiK8bBlYZBByCKWvPPh7JceG9e1PwLfzyTxWAE+mSytlmtW6ISepXp9BXodABRRRQAVV1LU7PR9Omv9SuEt7aBS0kjnAAq1Xm2sQf8ACwPiY2hXOW0Lw+Elu48/Lc3DDcqn1Cgjj1oAdF4n8Y+NgZPBtlFo+kt/q9T1FNzzD+8kfp7mkufh94wvJobi58eXDywtvRPsqeWGxjO3GP8A9dd1q98NG0G7vY4gwtIGkWMcA7RnFcVovinx7rui2uqWPh7Sfs91GJI994wOD6jFAEU3iPxr4JTzvFtlDrmkp/rNQ06PbJCP7zR9wB1xXe6XqtlrWmw3+mXCXNtMu5JEOQRUekyajcaWh121gt7psiSKF96Y+prhLC2Hw9+Jken2pMegeIixhgz8ltdDkhR2Deg70AelUUUUAFFFFACO6ohdyFVRkknpXns/jzWPE2oTWPw50+K7hhfy5tXuji3U9wn98j2p3xEubrXdY0vwPps8ludTzLfzRnDJar94A9i3T8a7bS9Ms9G0u307TLdLa0t0CRRRjAUCgDgR4B8Z3F8uo3njqSG92bGNpaIiMucgEY5xk4z61LJJ8R/Cim4me18V2KnLxxxiG5Vf9nGAxpuk+NfGPiK41RtD0HTZLWwv5bLfPdMjMUPXH4iu00GfWLjTi/iG0t7S78wgR20pdduBg5PfrQBW8LeLNM8XaX9t0qUnads0LjEkLd1YdjW3XmvjW1HgbxRaeOdMXyrWaZLXWoVOEkidgolI/vKxBz6Zr0lGDorLyGGRQByPwohjg+FHh1YcbTZI5x/ebk/qTWd8Zv8AkSLb/sK2n/owUz4VXh0q21DwTqH7u90O5dYFY8zWzsXiceow232211fijwxY+LdGOmao0yweasoaB9rBlOQc4PegB+u3drY+EL+51AqLaOzdpQxwCuw5H49K5/4QW09r8K9GS5UqWh3op6qp5A/Kom+Emh3E0bajf6vqEUZB+z3V5ujfHOGUAZFdvHHHBCscSqkaDCqowAKAOB18CP46eGJIziSSwuEcDuo55/GvQa858OSr4w+K2peIoMSado8R02zlHSSTOZWHqMnGfavRqACiiigArzz4UjfceMJ3OZpPEN0Hz1GHIA/AAV6HXnOiSjwj8XNY0i5xFZeIWGoWTk8NNjEqZ9cgnHvQB1njH/kSdY/685f/AEE15z4E8K+NLnwHo81j47a0t3tlMcH9mxv5Y9Mk816xqFjFqem3Flc7vJuIzG+04OCMGuMtfhPpdlax21prevRQxLtRFvAAo9Pu0Adhpdvd2ml28Go3n226jTEtx5YTzD67R0rivi2oXTdBuE/18GtWrReuTIAf0rsNE0ePQ9NWzhubq6VWLeZdSb3OffArivEkq+LPihovh61PmW+iyDUdQdTwrD/VoffODigD0WiiigAooooA890YmX4/eIzLyYNMt1iB7A4Jx+NehV514qlHhH4naT4nmOzTdRj/ALNvpO0bE/u3Y9hnAr0UHIyORQB4p4E0DxPqj+JJ9B8WHR7Ya9dK1uLJJstuGWyT6EDHtXr+kW15Z6Tb2+p3v2+6jXElz5YTzDnrtHAqr4f8N2PhqG9j07zdt7dyXkvmNu/ePjOOOnFa1AHK/FCCK4+FXiZZwCq6ZO4yP4lQkfqBWl4SmluPB2kyz5Ej2kZbPXO0VyvxYvH1HS7TwZprbtQ8QTrAwU8xW4OZZD7BAR+Nd7a26WlpFbxDCRIEUD0AoA5Xxn4Ll1u5ttZ0G6Gna/YgiC5x8si/883Hdf5VkxfFNtAX7N8RNGvNEnjwGvEgaW1k9xIoIGfQ4xXotIyK4w6hh6EZoA4KT43eAEUGPX4p3PCxwI0jsfQKBkmqN1qHir4jqbHSbC78OaDJ8s9/eJ5dxMncRxnkZ9TivRY7C0ictHbRKx7hAKn6UAZ+h6JYeHdGt9L0mAQ2tugVFHf3Pqa0KKKACiiigArB8X+E7TxdpAtbl2guImEltdR/fgkHRhW9RQB5tB428Q+DFFn8QNIubi2j4TW9PiaaORR/FIqglD9R2NW/+F3fD3yt/wDwklsBjOCDu/LGa70gMMMAR6GszUvD9jqCrIII4rqJt8NwqDcjf4diKAOLn8da94wQ2fw80e5jikGDrOowtDDGp/iQMAXP0FdP4P8ACFp4R0t4YpHury4fzbu8l+/PIepP+FX9M1BpJGsb1FhvYhlkHAkX+8vt/KtKgAooooAKKKKAKOs6PZa9pNxpuqQLPa3CFHRh2/xrgLW78VfDVRY39jd+JfD0Xy215ar5lzbp2V06sB6jPFem0UAcDH8bfADqfN16O3kBw0VxG0bqfQqwBFQSfFVddH2f4eaRea9O52i68lorWI+rSMAD9BnNd9JY2krbpbaJ2HcoDUqIka4jVVHoBigDkfBvgufSL6413xHdDUPEF4u2WYD5IU/55xjsP512FFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAFLU9MTUIkIdobmE7oJ0+9G39R2I6EVFpupPNI1nfoIb6IfMo+7IP7y+38q0qpalpqahEpV2huIjuhnT7yH+o9qALtFZum6lJNI1nqCLDfxD5lX7sg/vp7H07frWlQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAFLUtNS/jUq5huIjuimXqh/w9qi0zU3nkay1BBDfxD5l/hlX++nqPbqD+BKa/4i0rwxpb6hrl5HaWy8bnPLH0A6k+wrgdQ8VeKvFkcc3hDwXcLHG26G/1OUWpI7Mqn5iD7igD1GivO18U/EbS1EmteCoby3jX94+mXivIfcIcZ+gro/C3jfRfFySrpk7Jd2/FxZXCGOaE/wC0h5/HpQB0NFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFQ3l3DYWU13dSLHDCheR2OAoAyTU1cD8abqWD4YXsMLbTeyxWjH/AGZHCn9DQBR8G6RJ471JfHXieIvC5J0axkHy28OflkIP8TDnPvXd63rum+G9Le/1e5S1tkIG5u5PQAdz7VctbWKys4bW2QJDCgjjUfwqBgCvPvGi/wBofFzwdpt8FNiiT3Sq4ysky7QB9QDn8aALkfxb0DzIje2+pWNtMwWO7urJ44iScD5iMCpPG3gsa5FFr/hqRbPxFZL5tndxceaBz5b4+8rDjn1pPH/ieHTra40vUfC+oaxp89sWuJLdMxhecgnsRjNbvg++stS8HaZd6XDJBZywAwxyMWZF6AEnrQBF4K8TJ4s8LW2p+X5M5BjuIT1ilXhlP0Nb9efeB1/s/wCJHjTTIz+5a5jvFXspkXLY/E16DQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXHfFbRZ9c+G2qW9mC1zCguYVUZLPGdwH5iuxoIBBB5B60AZfhrXbbxN4asNYsyDFeQrJgH7pI5U+4PFZ/jPwiviqytmt7yTT9TsJPOsb2MZML9DlehUjqK5OaHUfhVrtxd2FnNqHhG/mMs0FupaXTpGOWKqPvITzgdK7rRfFWheIbZZ9F1W1u1YfdSQbh7FTyD7EUAcdd6N8TtZtZNJ1DVtEsrKVDHLe2ts7TyIRg/KzbQTn8K7TQNHt/DXhuz0q3ld4LKEIJJSMkDqT0FWL/VdP0qBptTvre0jUZLTyqg/U151q3iHUPibK+geCvOg0WT5dQ1xkKK0f8AFHDkZZiMjd0FAF74aE6xrPibxQP+PbUb3y7Q4xuij+UN+OK9CqnpOl2uiaTbabp0QitraMRxoOwFXKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAEIDKQwBB6g965TVvhj4S1m5a5udIjjuG+9LbkxsfyrrKKAOJsfhD4NspUkbTGu2Q5U3UrSYP412UFvDawrDbRJFGowqIuAPwqSigAooooAKKKKACiiigD/9k=)

Jenis-jenis *Binary* *Tree*:

1. *Full Binary Tree*

*Binary tree* yang tiap *node*-nya (kecuali *leaf*) memiliki dua *child* dan tiap *sub-tree* harus mempunyai panjang *path* yang sama.

|  |
| --- |
| Description: http://4.bp.blogspot.com/_612DHwdvDBM/Sh_yQLtqtyI/AAAAAAAAAFQ/tFA-r1W6-jM/s320/41.JPG |

Gambar 5.3 Ilustrasi *full binary* *tree*

1. *Complete Binary Tree*

Mirip dengan *full binary tree*, namun tiap *sub-tree* boleh memiliki panjang *path* yang berbeda. *Node* kecuali *leaf* memiliki 0 atau 2 *child*.

|  |
| --- |
| Description: http://4.bp.blogspot.com/_612DHwdvDBM/Sh_ym2tzNJI/AAAAAAAAAFY/cNps0BF_j6w/s320/42.JPG |

Gambar 5.4 Ilustrasi *complete binary* *tree*

1. *Skewed Binary Tree*

Merupakan *binary tree* yang semua *node* nya (kecuali *leaf*) hanya memiliki satu *child.*

|  |
| --- |
| Description: http://4.bp.blogspot.com/_612DHwdvDBM/Sh_zDd91GRI/AAAAAAAAAFg/B4CcyfKPUpo/s320/43.JPG |

Gambar 5.5 Ilustrasi *skewed binary* *tree*

* 1. *Binary Search Tree*

*Binary Search Tree* (BST) adalah jenis pohon terurut yang digunakan untuk menyimpan data sehingga memudahkan pencarian kembali data tersebut.

|  |
| --- |
| Description: H:\BST.JPG |

Gambar 5.6 Ilustrasi  *binary search* *tree*

Operasi pada *Tree*

1. *Create* : Membentuk *binary tree* baru yang masih kosong.
2. *Clear* : Mengosongkan *binary tree* yang sudah ada.
3. *Empty* : Memeriksa apakah *binary tree* masih kosong.
4. *Insert* : Memasukkan sebuah *node* ke dalam *tree*.
5. *Find* : Mencari *root*, *parent*, *left child*, atau *right child* dari suatu jjgjjgjgjgjgjgjjj*node*. (*Tree* tak boleh kosong)
6. *Update* : Mengubah isi dari *node* yang ditunjuk oleh *pointer jg ajgjgjgjjhcurrent*. (*Tree* tidak boleh kosong)
7. *Retrieve* : Mengetahui isi dari *node* yang ditunjuk *pointer current*. hfhfhfhfhffhfhh(*Tree* tidak boleh kosong)
8. *DeleteSub* : Menghapus sebuah *sub*-*tree* (*node* beserta seluruh ghghhhghgjghhh*descendant*-nya) yang ditunjuk *pointer current*. (*Tree* jhjhjhjhjhjhjhhhhtak boleh kosong)
9. *Characteristic*: Mengetahui karakteristik dari suatu *tree*, yakni : *size*, kjjgjgjjgjgjgjggg*height*, serta *average length*-nya. (*Tree* tidak boleh dfdfdfdfdfdfdfdfkosong)
10. *Traverse* : Mengunjungi seluruh *node*-*node* pada *tree*, masing-ghghghghhhhhh masing sekali.
    * 1. ***Tree Traversal***

*Tree traversal* merupakan sebuah kunjungan yang berawal dari *root*, mengunjungi setiap *node* dalam *tree* masing-masing sekali. Kunjungan atau *traversing* dapat dilakukan dengan 3 cara yaitu *preorder*, *inorder* dan *postorder* [5].

1. *Preorder*

Algoritma *preorder* :

1. Mencetak info pada *node* yang dikunjungi.
2. Mengunjungi cabang kiri.
3. Mengunjungi cabang kanan.
4. *Inorder*

Algoritma *inorder* :

1. Mengunjungi cabang kiri.
2. Mencetak info pada *node* yang dikunjungi.
3. Mengunjungi cabang kanan.
4. *Postorder*

Algoritma *postorder* :

1. Mengunjungi cabang kiri.
2. Mengunjungi cabang kanan.
3. Mencetak info pada *node* yang dikunjungi.
   * 1. ***Breadth-first search* (BFS) dan *Depth-First-Search* (DFS)**
4. *Breadth-first search* (BFS)

*Breadth-first search* (BFS)melakukan proses *searching* pada semua *node* yang berada pada level atau hirarki yang sama terlebih dahulu sebelum melanjutkan proses *searching* pada *node* di level berikutnya [3].

|  |
| --- |
| Description: H:\BFS.JPG |

Gambar 5.7 Ilustrasi  *breadth- first- search*

Berdasarkan gambar di atas, maka urutan penelurusannya adalah A-B-C-D-E-F-G-H-I-J-K-L-M.

1. *Depth-First-Search* (DFS)

*Depth-First-Search* (DFS) adalah salah satu algoritma penelusuran struktur graf / pohon berdasarkan kedalaman. Simpul ditelusuri dari *root* kemudian ke salah satu simpul anaknya (misalnya prioritas penelusuran berdasarkan anak pertama (simpul sebelah kiri), maka penelusuran dilakukan terus melalui simpul anak pertama dari simpul anak pertama level sebelumnya hingga mencapai level terdalam. Setelah sampai di level terdalam, penelusuran akan kembali ke 1 level sebelumnya untuk menelusuri simpul anak kedua pada pohon biner (simpul sebelah kanan) lalu kembali ke langkah sebelumnya dengan menelusuri simpul anak pertama lagi sampai level terdalam dan seterusnya [6].

|  |
| --- |
| Description: H:\dfs.JPG |

Gambar 5.8 Ilustrasi  *depth- first- search*

Berdasarkan gambar di atas, maka urutan penelurusannya adalah A-B-E-F-G-C-H-I-J.

* 1. **PERMASALAHAN**

1. Membuat sebuah *Tree* yang menyimpan data mahasiswa berdasarkan urutan abjad berupa nama lengkap. Data mahasiswa yang disimpan adalah nama lengkap, NIM, nama dosen pembimbing, dan nomor telepon dosen pembimbing. Masukkan data awal secara statis.

Membuat menu:

1. Menambah data mahasiswa baru.
2. Melakukan pencarian terhadap data mahasiswa.
3. Menampilkan data secara *preoder*, *inorder*, dan *postorder.*

Menggunakan method “compareToIgnoreCase()”untuk menentukan urutan nama mahasiswa.

Sintaks: “string1.compareToIgnoreCase(string2);”

Apabila *string* 1 urutannya lebih dulu dari *string* 2 berdasarkan abjad, maka nilai kembalian *method* lebih kecil dari 0 (negatif). Jika sebaliknya, nilai kembalian *method* lebih besar dari 0 (positif).

**5.4 HASIL DAN PEMBAHASAN**

**5.4.1 Program Tree**

* + - 1. Algoritma

*Insert*

1. Masukkan sebuah data pertama yang akan masuk menjadi *root.*
2. Masukkan data berikutnya ke dalam *tree* tersebut.
3. Membandingkan data tersebut dengan data yang menjadi *root*, apabila data lebih besar dari *root* maka letaknya ada di sebelah kanan. Jika data lebih kecil, maka letaknya di sebelah kiri *root.*
4. Menentukan *subtree* sama seperti langkah c.

*Preorder*

1. Mendeklarasikan *pointer* ketua pada *root*.
2. Melakukan pengecekan pada *pointer* ketua.
3. Apabila ketua bernilai tidak sama dengan NULL.
4. Mencetak data pada variabel ketua.
5. Secara rekursif, mencetak data pada cabang sebelah kiri.
6. Secara rekursif, mencetak data pada cabang sebelah kanan.

*Inorder*

1. Mendeklarasikan *pointer* ketua pada *root*.
2. Melakukan pengecekan pada *pointer* ketua.
3. Apabila ketua tidak sama dengan NULL.
4. Secara rekursif, mencetak data pada cabang sebelah kiri.
5. Mencetak data pada variabel ketua.
6. Secara rekursif, mencetak data pada cabang sebelah kanan.

*Postorder*

Mendeklarasikan *pointer* ketua pada *root*.

Melakukan pengecekan pada *pointer* ketua.

Apabila ketua tidak sama dengan NULL.

Secara rekursif, mencetak data pada cabang sebelah kiri.

Secara rekursif, mencetak data pada cabang sebelah kanan.

Mencetak data pada variabel ketua.

Pencarian

1. Tentukan data yang akan dicari.
2. Data akan dicari pada *tree* dengan kondisi-kondisi tertentu.
3. Jika data yang dicari lebih besar dari *root*, pencarian akan dilakukan ke sebelah kanan.
4. Jika data yang dicari lebih kecil dari root, pencarian akan dilakukan ke sebelah kiri.
5. Tampilkan data jika telah ditemukan.
   * + 1. *Source code*

|  |
| --- |
| package jurnal;  import java.util.Scanner;  import java.util.jar.JarOutputStream;  class node{  String nama;  int nim;  String dosen;  int tlp;  node left, right;  public node(String a, int b, String c, int d){  nama=a;  nim=b;  dosen=c;  tlp=d;  }  }  public class jurnalmod5 {  node root;  public void Add(String a, int b, String c, int d) {  node temp = new node(a, b, c, d);  if (root == null) {  root = temp;  root.left = root.right = null;  } else {  node ha = null, cek = root;  while (cek != null) {  ha = cek;  if (a.compareToIgnoreCase(cek.nama) < 0) {  cek = cek.left;  } else {  cek = cek.right;  }  }  if (a.compareToIgnoreCase(ha.nama) < 0) {  ha.left = temp;  } else {  ha.right = temp;  }  }  }  public void preOrder(node root) {  if (root != null) {  System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);  preOrder(root.left);  preOrder(root.right);  }  }  public void inOrder(node root) {  if (root != null) {  inOrder(root.left);  System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);  inOrder(root.right);  }  }  public void postOrder(node root) {  if (root != null) {  postOrder(root.left);  postOrder(root.right);  System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);  }  }  public void show(node y) {  System.out.println("Nama: " + y.nama + "| NIM: " + y.nim + "| Nama Dosen: " + y.dosen + "| No. Telp: " + y.tlp);  }  public node Search(String nama, node root) {  node z;  if (nama.compareToIgnoreCase(root.nama) < 0) {  z = Search(nama, root.left);  } else if (nama.compareToIgnoreCase(root.nama) == 0) {  return root;  } else {  z = Search(nama, root.right);  }  return z;  }  public static void main(String[] args) {  Scanner Input = new Scanner(System.in);  Scanner I = new Scanner(System.in);  Scanner mas = new Scanner(System.in);  jurnalmod5 x = new jurnalmod5();  String name, namdos, polih;  int nim, notlp, pil;  String nama;    do {  System.out.println("Pilih Menu : ");  System.out.println("1. Tambah Data ");  System.out.println("2. Cari Data ");  System.out.println("3. tampilkan data ");  System.out.print("Pilih : "); pil = Input.nextInt();  switch (pil) {  case 1:  System.out.println("=============================");  System.out.print("Nama : "); nama = I.next();  System.out.print("NIM : "); nim = Input.nextInt();  System.out.print("Nama Dosen : "); namdos = I.next();  System.out.print("No Telepon : "); notlp = Input.nextInt();  x.Add(nama, nim, namdos, notlp);  System.out.println("=============================");  break;  case 2:  System.out.println("=============================");  System.out.println("nama : "); nama = mas.nextLine();  x.show(x.Search(nama, x.root));  System.out.println("=============================");  break;  case 3:  System.out.println("=============================");  System.out.println();  System.out.println("PreOrder");  x.preOrder(x.root);  System.out.println();  System.out.println("InOrder");  x.inOrder(x.root);  System.out.println();  System.out.println("PostOrder");  x.postOrder(x.root);  System.out.println("=============================");  }  System.out.println();  System.out.print("kembali ke menu (y/Y/except y): "); polih = I.next();  } while (polih.equals("y") || polih.equals("Y"));  }  } |

* + - 1. Hasil *run* :

|  |
| --- |
|  |

Gambar 5.9 Hasil *run* program

Pada **Gambar 5.9** menampilkan proses penambahan data pada sebuah *tree*, yang dimana data-data yang telah ditambahkan akan ditampilkan baik secara *preorder, inorder,* dan *postorder*.

* 1. **ANALISA**

**5.5.1 Program Tree**

|  |
| --- |
| class node{  String nama;  int nim;  String dosen;  int tlp;  node left, right;  public node(String a, int b, String c, int d){  nama=a;  nim=b;  dosen=c;  tlp=d;  }  } |

*Script* “class node{” adalah proses pembuatan *node*. Lalu ada pendeklarasian variabel “nama” dengan tipe data *String*,“nim” dengan tipe data *integer*,“dosen” dengan tipe data *String*,dan“telp” dengan tipe data *integer*, “left” dan “right” dengan tipe data buatan “node”. Di dalam kelas tersebut dibuatkan *method* konstruktor sesuai dengan nama kelasnya dan terdapat parameter “nama”, “nim”, “dosen”, dan “telp”, yang di dalam konstruktor tersebut dideklarasikan variabel “a” sama dengan “nama”, “b” sama dengan “nim”, “c” sama dengan “dosen”, dan “d” sama dengan “telp”.

|  |
| --- |
| public class jurnalmod5 {  node root;  public void Add(String a, int b, String c, int d) {  node temp = new node(a, b, c, d);  if (root == null) {  root = temp;  root.left = root.right = null;  } else {  node ha = null, cek = root;  while (cek != null) {  ha = cek;  if (a.compareToIgnoreCase(cek.nama) < 0) {  cek = cek.left;  } else {  cek = cek.right;  }  }  if (a.compareToIgnoreCase(ha.nama) < 0) {  ha.left = temp;  } else {  ha.right = temp;  }  }  } |

*Script* “public class jurnalmod5 {” merupakan *class* dengan nama “jurnalmod5”. Di dalamnya terdapat pendeklarasian “root” dan juga *method-method* yang akan digunakan dalam program, yaitu “add, preOrder, inOrder, postOrder, show, search”. Untuk *method* “add” memiliki parameter “nama”, “nim”, “alamat” dan “no\_telp”. Di dalamnya terdapat kondisi “if(root==null) ” berfungsi untuk membuat *root* dan baru diletakkan di *root*. Jika kondisi tidak terpenuhi, maka akan dilakukan pemeriksaan kondisi “if(a.compareToIgnoreCase(cek.nama)>0)”, dimana kondisi ini berfungsi untuk membandingkan dua data *string* yang jika kondisi tersebut terpenuhi, maka *node* baru akan diletakkan di sebelah kiri *root*. Jika kondisi tidak terpenuhi, *node* baru akan diletakkan disebelah kanan *root*.

|  |
| --- |
| public void preOrder(node root) {  if (root != null) {  System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);  preOrder(root.left);  preOrder(root.right);  }  } |

*Script* “public void preOrder(node root) {” merupakan *method* “preOrder” yang digunakan untuk membaca *tree* secara *Pre*-*Order*. Di dalamnya terdapat kondisi “if(root!= null)” yang berfungsi untuk membatasi perulangan secara rekursif. *Script* “System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp); System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);” berfungsi untuk menampilkan data-data pada “root”. *Script* “preOrder(root.left);” digunakan untuk memanggil *method* “preOrder” dengan parameter “root.left” untuk mencetak *node* sebelah kiri. *Script* “preOrder(root.right)” digunakan untuk mencetak *node* sebelah kanan.

|  |
| --- |
| public void inOrder(node root) {  if (root != null) {  inOrder(root.left);  System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);  inOrder(root.right);  }  } |

*Script* “public void inOrder(node root) {” merupakan *method* “inOrder” yang digunakan untuk membaca *tree* secara *In*-*Order*. Di dalamnya terdapat kondisi “if(root!= null)” yang berfungsi untuk membatasi perulangan secara rekursif. *Script* “inOrder(root.left);” digunakan untuk memanggil *method* “inOrder” dengan parameter “root.left” untuk mencetak *node* sebelah kiri. *Script* “System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);” berfungsi untuk menampilkan data-data pada “root”. *Script* “inOrder(root.right)” digunakan untuk mencetak *node* sebelah kanan.

|  |
| --- |
| public void postOrder(node root) {  if (root != null) {  postOrder(root.left);  postOrder(root.right);  System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);  }  } |

*Script* “public void postOrder(node root) {” merupakan *method* “postOrder” yang digunakan untuk membaca *tree* secara *Post*-*Order*. Di dalamnya terdapat kondisi “if(root!= null)” yang berfungsi untuk membatasi perulangan secara rekursif. *Script* “postOrder(root.left);” digunakan untuk memanggil *method* “postOrder” dengan parameter “root.left” untuk mencetak *node* sebelah kiri. *Script* “postOrder(root.right)” digunakan untuk mencetak node sebelah kanan. *Script* “System.out.println("Nama: " + root.nama + "| NIM: " + root.nim + "| NamaDosen: " + root.dosen + "| No. Telp: " + root.tlp);” berfungsi untuk menampilkan data-data pada “root”.

|  |
| --- |
| public void show(node y) {  System.out.println("Nama: " + y.nama + "| NIM: " + y.nim + "| Nama Dosen: " + y.dosen + "| No. Telp: " + y.tlp);  } |

*Script* “public void show(node y) {” merupakan *method* “show” yang digunakan untuk menampilkan data yang ada pada program.

|  |
| --- |
| public node Search(String nama, node root) {  node z;  if (nama.compareToIgnoreCase(root.nama) < 0) {  z = Search(nama, root.left);  } else if (nama.compareToIgnoreCase(root.nama) == 0) {  return root;  } else {  z = Search(nama, root.right);  }  return z;  } |

*Script* “public node Search(....” merupakan *method* untuk mencari suatu data berdasarkan nama yang dimana bertipe data *string*. Pendeklarasian variabel “z” dengan tipe data buatan “node”. Terdapat kondisi yang sama seperti pada *method* “add”, dimana terdapat perbandingan untuk kedua *string* dan jika lebih besar dari 0, maka pencarian akan dilakukan ke sebelah kanan. Jika sama dengan 0, dilakukan pengembalian ke “root” atau “return root”. Jika kurang dari 0, maka pencarian akan dilakukan ke sebelah kiri.

|  |
| --- |
| public static void main(String[] args){ |

Potongan *code* di atas merupakan fungsi utama dalam program. Semua *statement* yang berada dalam fungsi main ini yang akan dijalankan. Program dijalankan dengan pembuatan *object* baru lalu pemanggilan *method*.

|  |
| --- |
| Scanner Input = new Scanner(System.in);  Scanner I = new Scanner(System.in);  Scanner mas = new Scanner(System.in);  jurnalmod5 x = new jurnalmod5();  String nama, namdos, polih;  int nim, notlp, pil; |

Potongan-potongan *code* “Scanner”, “jurnalmod5”, “String” dan “int” terdapat “jurnalmod5” yang berguna untuk memasukkan data “x” dimana proses tersebut merupakan proses pembuatan *object* baru.

|  |
| --- |
| do {  System.out.println("Pilih Menu : ");  System.out.println("1. Tambah Data ");  System.out.println("2. Cari Data ");  System.out.println("3. tampilkan data ");  System.out.print("Pilih : "); pil = Input.nextInt();  switch (pil) { |

Potongan *code* “System.out.println("Pilih Menu : ");” adalah proses perulangan yang menampilkan pilihan menu di dalam program. Perulangan dilakukan dengan menggunakan perintah *do*-*while* agar terus mengulang selama *statement* kondisi perulangannya masih terpenuhi. Menu-menu yang terdapat di dalam program dibuat didalam *statement control switch*-*case* karenamerupakan menu yang berbentuk pilihan dan tidak memerlukan kondisi-kondisi khusus untuk dijalankan.

|  |
| --- |
| case 1:  System.out.println("=============================");  System.out.print("Nama : "); nama = I.next();  System.out.print("NIM : "); nim = Input.nextInt();  System.out.print("Nama Dosen : "); namdos = I.next();  System.out.print("No Telepon : "); notlp = Input.nextInt();  x.Add(nama, nim, namdos, notlp);  System.out.println("=============================");  break; |

*Script* “case 1:” *Case* pertama didalam menu adalah untuk melakukan penambahan data. Pada saat menambahkan data, *user* akan memasukkan *input*-an berupa nama mahasiswa, NIM, nama dosen pembimbing, dan No. telepon dosen pembimbing. Setelah *user* selesai memasukkan semua data, data-data tadi akan dimasukkan ke dalam *tree* dengan memanggil *method* “Add” menggunakan objek “x” yang sudah dideklarasikan sebelumnya.

|  |
| --- |
| case 2:  System.out.println("=============================");  System.out.println("nama : "); nama = mas.nextLine();  x.show(x.Search(nama, x.root));  System.out.println("=============================");  break; |

*Script* “case 2:” *Case* kedua dalam menu adalah pencarian data. Proses pencarian data akan menggunakan *method* “show” dengan parameter *method* “search” yang memiliki parameter “(nama, x.root)” agar program langsung menampilkan data setelah dilakukan proses pencarian dari *input*-an *user* saat memilih menu tersebut.

|  |
| --- |
| case 3:  System.out.println("=============================");  System.out.println();  System.out.println("PreOrder");  x.preOrder(x.root);  System.out.println();  System.out.println("InOrder");  x.inOrder(x.root);  System.out.println();  System.out.println("PostOrder");  x.postOrder(x.root);  System.out.println("============================="); |

*Script* “case 3:” *Case* ketiga merupakan case yang hanya memanggil *method* pembacaan *tree* secara *pre*-*oder*, *in*-*oder*, dan *post*-*oder* kemudian ditampilkan di dalam jendela penampil *output* program.

|  |
| --- |
| System.out.println();  System.out.print("kembali ke menu (y/Y/except y): "); polih = I.next();  } while (polih.equals("y") || polih.equals("Y")); |

*Script* “System.out.print("kembali ke menu (y/Y/except y): ");” adalah *script* yang berfungsi untuk menanyakan *user* apakah ingin kembali ke menu, dan pilihan dari *user*-lah yang menjadi kondisi perulangan yang digunakan dalam menu, karea perulangan yang digunakan adalah perulangan *do*-*while*.

* 1. **KESIMPULAN**

Berdasarkan percobaan yang telah dilakukan, maka dapat ditarik kesimpulan sebagai berikut :

* 1. *Tree* memiliki konsep yang hampir sama dengan *linked* *list*. Namun struktur pada *tree* tidak linear seperti *linked* *list*, melainkan bertingkat. *Tree* memiliki sekumpulan elemen yang berawal dari elemen teratas yang disebut *root*, dan kemudian memiliki simpul yang bercabang dan tidak saling berhubungan.
  2. Mengimplementasikan *tree* ke dalam program, terlebih dahulu memahami konsep dasar *tree* yang dimana memiliki tingkatan elemen dan cara untuk memasukkan data yang harus dibandingkan terlebih dahulu, kemudian ditentukan untuk dimasukkan ke cabang kanan atau kiri. Terdapat tiga cara atau metode untuk melakukan penjelajahan pada elemen-elemen *tree* atau yang disebut *Tree* *Traversing* atau Metode *Traversal*, yaitu *Preorder*, *Inorder* dan *Postorder*.